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## Stable Matching Problem

- $n$ candidates and $n$ jobs.
- Each job has a ranked preference list of candidates.
- Each candidate has a ranked preference list of jobs.

$$
|\quad|
$$

How should they be matched?

- Maximize total satisfaction.
- Maximize number of first choices.
- Minimize difference between preference ranks.
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## Termination.

Every non-terminated day a job crossed an item off the list.
Total size of lists? $n$ jobs, $n$ length list. $n^{2}$
Terminates in $\leq n^{2}$ steps!
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(A), (B), (C), (D).
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## Quick Questions.

How does one make it better for candidates?
Propose and Reject - stable matching algorithm. One side proposes.
Jobs Propose $\Longrightarrow$ job optimal.
Candidates propose. $\Longrightarrow$ optimal for candidates.
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Analysis of cool algorithm with interesting goal: stability.
"Economic": different utilities.
Definition of optimality: best utility in stable world.
Action gives better results for individuals but gives instability.
Induction over steps of algorithm.
Proofs carefully use definition:
Stability:
Improvement Lemma plus every day the job gets to choose.
Optimality proof:
Job Optimality:
contradiction of the existence of a better stable pairing.
that is, no rogue couple by improvement, job choice, and well
ordering principle. Candidate Pessimality:
contradiction plus job optimality implies better pairing.

